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Abstract

As applications become more sophisticated, there is a push toward the adoption of high-

level languages for use in development of embedded software. This aids in the

development process by allowing for code which is much more portable, easier to

maintain and more straightforward to review. On the downside, compiler generated code

lacks the compactness and speed which can be achieved by assembly language written by

a highly skilled programmer. Although compiler optimization techniques have advanced

to reduce this gap, room for improvement still exists.

We will evaluate a very long instruction word (VLIW) processor. A VLIW processor can

perform multiple instructions on multiple data elements within a single clock cycle.

Additionally, scheduling is performed only by the compiler at compile time. The Texas

Instruments TMS320C6201 is a fixed point VLIW DSP processor capable of two

multiplies, two shifts, two address calculations, and two adds per clock cycle through two

separate data paths.  Texas Instruments provides an optimizing C compiler for

TMS320C62x processors with the following standard optimization features: branch

optimizations / control flow simplification, alias disambiguation, copy propagation,

common sub-expression elimination, redundant assignment elimination, loop induction

variable optimizations / strength reduction, loop rotation, loop invariant code motion,

inline expansion of function calls, file level optimizations, data flow optimizations,



expression simplification, register variables, register tracking / targeting, and cost-based

register allocation.

Goals

We intend to evaluate the current state of the gap in efficiency between the Texas

Instruments compiler and hand generated assembly language code, and suggest

improvements to the compiler. In general this evaluation will be in the area of

vectorization operations as this is the only class of optimizations which are exclusive to

VLIW architectures. In order to achieve this end, we must become very familiar with the

TMS320C62 architecture. We will also become familiar with general compiler

optimization techniques specific to VLIW.

Tools

We will be using the Texas Instruments compiler and simulator available at UT. Ptolemy

will be used to model the test cases as well as generate C code for them.
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