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Abstract 

Design intent is a collection of decision-making 
factors that explain a design. Annotating software 
architecture models with design knowledge such as 
design intent may benefit maintenance activities. 
Unfortunately, researchers do not understand how 
software maintainers conduct design activities and use 
design documentation. This position paper presents a 
summary of design activities and design knowledge, 
research ideas on its use in software maintenance and 
design intent documentation in global developments. 

1. Software Architecture and Intent 
Software engineering relies on the expertise and 

judgment of designers to evaluate early designs. For 
this reason, understanding the intent of designers is 
critical when adapting or evolving software designs. 
As much as 80% of time spent in software 
development is spent in discovery or rediscovery of 
legacy systems [1]. Much of this time is spent trying to 
determine the original intent of a legacy design [2]. 

The Perry/Wolf model of software architecture 
explicitly includes rationale [3], although we now 
prefer to use the term design intent to describe a 
collection of decision-making factors that explain the 
design—including, but not limited to, rationale [2, 4]. 
Architectural drift occurs when changes to the 
implementation are not reflected in the design. Erosion 
is caused by changes that violate implicit or explicit 
design constraints. Although work in static analysis of 
architectures has provided some metrics to measure 
drift and erosion [5, 6], implied design rules remain 
difficult to infer from the final system design [7]. 

2. Research Trends 
Current research focuses on schemas and tools for 

modeling knowledge about the design instead of how 
that knowledge is used in a maintenance context. This 
focus may reflect software researchers’ natural bias 

toward technology and systems building and away 
from the social, behavioral and cognitive sciences. 

There are also practical reasons for a lack of studies 
into design knowledge and maintenance. A clear and 
immediate benefit is necessary to inject a modeling 
technique into an initial design process. Also, the 
practicability of obtaining realistic design knowledge 
makes maintenance documentation studies difficult. 

3. Initial Design Activities 
Design rationale (DR) modeling [8] was proposed 

as a means of capturing knowledge about designs, but 
software design does not follow a rational process [9]. 

Modern software design is mainly a problem 
structuring activity producing satisficing solutions 
[10]. Early studies showed that software designers rely 
on emergent knowledge and drift between problems at 
different levels of abstraction [11]. Experienced 
designers do not spend much time on problem analysis, 
but structure the problem to fit known solutions and to 
scope subsequent problem-solving [12]. Moreover, 
designers may not even be aware they are making 
critical decisions at the time, only discovering the 
impact later in the design process. As a consequence, 
structuring the design process around rationale tends to 
impede problem solving for initial development [13]. 

For these reasons we suggest that research 
deemphasize DR modeling and study how data is 
being consumed during maintenance. 

4. Maintenance Design Activities 
In a survey of software professionals, 80% claimed 

that DR is necessary to understand a design [14], but 
the study does not identify specific maintenance 
benefits. In a software change analysis study, there was 
a positive benefit in cost and accuracy of changes with 
DR documentation in a simple program, but the impact 
was inconclusive on a more complex program [15]. 

In a study of design maintenance in the aerospace 
domain, participants used rationale documentation 



opportunistically (apply specific DR when questions 
could not be answered from the design) and 
extensively (scan through DR to identify design issues 
and use the design to understand how design solutions 
fit together) [16]. In an exploratory study, we found 
that participants did not know how to terminate 
searches over unstructured design documentation [4]. 

These results suggest that more research is required 
on how software maintainers solve problems and 
interact with documentation. 

5. Design Intent Research Questions 
We are developing new studies for understanding 

maintenance designers and their work processes. We 
believe the results from these studies will help 
researchers improve tools and notations for modeling 
and reusing design knowledge. 
• Given that maintenance design is more 

constrained than initial design, is there a cognitive 
and behavioral difference in design activities? 

• Senior designers create the initial system design of 
one project and then move to a new project. 
Maintenance is often left to novice architects [17]. 
How does expertise affect maintenance design? 

• How do consumers of documentation identify 
information relevant to their needs and terminate 
searches? How can we structure intent knowledge 
to provide clear separation of concerns?  

• What modeling principles should be used? Initial 
designers tend to favor modeling positive 
knowledge [14], but since maintenance design is 
more constrained, recording mitigating actions 
[18] and anticrises [19] may be more useful. 

6. Impact on Global Development 
Software companies may outsource their 

maintenance activities to other companies and 
countries. There is no agreed-upon set of notations or 
tools for modeling meta-knowledge about designs. 
Software designs are often documented using word 
processing and spreadsheet tools, rather than 
specialized design environments [17]. Design 
knowledge is often only available as natural language 
documentation. We have not yet explored how 
language and cultural differences may prove to be a 
barrier to the adoption of design intent. 
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